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Outline of the lecture

« What is CASE?
¢+ The acronym
¢+ CASE tool
¢+ CASE environment
¢+ Levels of Integration
¢ Typical functionality and components of CASE tools

« Working with Together
+ Analysis (use cases, sequence diagrams, object models)
* Design (reverse engineering, class models)
¢ Implementation (forward engineering, roundtrip engineering)

<% Live Demo
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What does CASE mean?

« The acronym CASE stands for
+ Computer
¢+ Aided
¢ Software
* Engineering

« CASE Is the use of computer-based support in the
software development process

« different aspects of the Software Development Process
(e.g. managerial, administrative, technical etc.)
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What i1s a CASE Tool ?

« A computer-based product aimed at supporting one or
more activities within any aspect of the software
development process is called CASE Tool.

« Tools which support only one particular part of this

process (such as compilers, editors, Ul generators) are
also called CASE tools.

« Usually, CASE tools are defined as browsers and editors
for models in graphical and textual form.
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Analysis Design Implementation Testing Maintenance
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What i1s a CASE Environment ?

« A CASE environment is a collection of CASE tools with
an integration approach that supports the interactions
that occur among the tools to:

+ Create models
* Archive models
¢+ Share models

« The interaction may be done by
¢+ common export/import format
+ a shared database
* arepository (checkin, checkout)
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Level of integration

< Distinction between different levels of tool
Integration

+ Level 0 (tools not integrated)
* Level 1 (tools exchange files)
+ Level 2 (tools provided by single vendor)

* Level 3 (tools access shared repository)

Vinko Novak Component based Software Engineering



Level of Integration: Level 1 (tools exchange files)

User interface {(optional)

41 i

Tool A Tool B Tool C
Repository A Repository B Repository C

« If the tools were jointly developed, integration
can be highly optimized

« Otherwise, tools exchange models only through
Import and export
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Level of Integration: Level 2
(tools provided by single vendor)

User interfoce
Tool A Tool B ToolC *«— Anuther
vendor's tool
Repository manager A
- .
Repository

« the environment is tightly integrated and
optimized

« however, attempts to integrate a tool offered by
another vendor results in the same issues as Iin
level 1
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Level of Integration: Level 3
(tools access shared-repository)

Commom user interface

Tool A ‘ Tool B Tool C e o o Tool N
Repository manager and Integration facilities
Cunfigl!rmiun ;:;nd oo Process and
requiremen eposifory project management
management

< any tool from any vendor can access any model
with common services
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Functionality of CASE tools

« Core functionality

+ Browsing and editing of models with a graphical user
interface

+ Automatic code generation
+ Automatic documentation generation

« Additional functionality

+ Consistency checks between diagrams and the underlying
models

¢ Support the whole software life cycle
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Typical components of CASE tools

« Project repository
+ persistent storage of all development documents
— Mockups, RAD, SDD, ODD, Meeting Protocols, Source Code

* integrated version control system
¢ concurrent, distributed modeling

« Interface to other tools
+ software development tools
¢ scripting language
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Outline of the lecture

o0

« Working with Together]

+ Analysis (use case diagrams, sequence diagrams, object
models)

* Design (reverse engineering, class models)
+ Implementation (forward engineering, roundtrip engineering)

<% Live Demo
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Together

supports UML 1.3

supports Java, C++

supports CVS integration

supports forward and reverse engineering

supports generation of documentation from the models
provides online help and sample applications

for more documentation visit
http://www.togethersoft.com/services/practical_guides/

written in Java (Windows, Linux, Mac, ...)

A free version (whiteboard edition) is available at
www. t oget her soft. com
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Analysis (use case diagrams)

e Use ToolBar to create diagram

elements
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<=Usertask==
Define Expert Ratings

=2lserfask==
Define Tournament Styles
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e Use ToolBar to create diagram

Analysis (class diagrams)

eleﬁents
Q

--------- Eeneralization

\‘*|ﬁAssociation
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Game |
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League
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defines style
1.7%
Tournament 1.* Player
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Analysis (sequence diagrams)

ARENA Tic_Tac_Toe
Game

= Use ToolBar to create diagram Aice —
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Reverse Engineering

(@
- - - ubl i | ff ex d |
+ Reverse engineering is the PG CIEss SEE GRETS S o
recreation of an analysis or y o
deS|gn mOdeI from eXIStIng public class Professor extends Enpl oyee
COde. { .......
}
_ ) )
« Typical flow of events L
¢ Scan a set of already existing l
source code files
* Generate the object model for Employee

these files
+ Allow now modifications on

this object model 4&

Staff Professor
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Object Design (class models)

e Use ToolBar to create diagram
elements

Class

=zinterface==
Player

-points:Expert_Rating

Interface

Generalization

~
~|
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Association

+changeState:Plaver
+playGamevoid
+updatedvoid

Loser

Winner

Tourhament I 1.* 1%
||
Arena
1.% paoints Active
l:'j Expert Rating

-shema:Shema

+addPoint(pnt:Points)woid
+defineRatingShemalshm:Shema)void
+getShemad:Shema
+getPoints(:Points
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+nlayGamevaid
+update{void
+changeStated:Player

+changeStated:Player
+playGamevoid
+updated:void

+changeState(:Flayer
+playGamevoid
+update{void
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Implementation (Forward Engineering)

Employee

« Forward engineering is the

out of the analysis or design

generation of skeleton code 4

models. Staff Professor

The developer still has to write

the bodies of the methods.

< Typical flow of events

Create or modify an object

model for a system @

public class Staff extends Enpl oyee

+ Generate the code for this ’
model | ..

¢ A”OW eXternaI mOdIflcatlon public class Professor extends Enpl oyee
of this code {

& p
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Implementation (Roundtrip Engineering)
N

Employee

Object Model

Reverse Engineering 4& >

Slave Master

@ )

public class Sl ave extends Enpl oyee

Code < } Forward Engineering
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