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ABSTRACT
In this paper we describe Tornado, which we teach in our
software engineering project courses. Tornado is a new pro-
cess model that combines the Unified Process with Scrum
elements.

The Tornado model focuses on scenario-based design start-
ing with visionary scenarios funneling down to demo scenar-
ios. Tornado o↵ers models for a broad range of activities.
In addition to formal models used for analysis and design,
Tornado encourages the developer to use informal models
as communication medium for the interaction with the cus-
tomer and end user. These communication models can be
used as the basis of early releases to increase the feedback
from customer to developer. We argue that the combina-
tion of informal modeling and release management can be
introduced early in software engineering project courses.

We describe a case study in which we demonstrate the
use of communication models and release management in a
multi-customer course with 80 students. In three months,
the students produced 163 releases for 11 customers.

Categories and Subject Descriptors
K.6.3 [Management Of Computing And Information
Systems]: Software Management—software development,
software selection; D.2.9 [Software Engineering]: Man-
agement—software configuration management, software pro-
cess models

General Terms
Management, Design, Human Factors

Keywords
Agile Techniques, Continuous Integration, Executable Pro-
totypes, Extreme Programming, Scenario-Based Design, In-
formal Modeling, Project Courses, Scrum, Prototyping, Re-
lease Management, Software Engineering Education, Unified
Process
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1. INTRODUCTION
There is an acknowledged need for teaching modeling in

project intensive courses for all Computer Science majors,
not just Software Engineers. One of the drawbacks of project
courses is that instructors cannot escape the complexity and
change that their students experience. Instructors quickly
become participants in the development themselves, often
acting as project managers. In other words, the challenge
for a non-trivial project course is how to make the project
complex enough to enrich the students software engineering
experience, yet simple enough to have a feasible solution
that does not unduly burden them or the instructor.

Model-driven development is a trend which has slowly
moved into many Software Engineering courses. However,
many customers are not yet knowledgeable enough to buy
into the model-driven approach. In addition, it is di�cult to
get time commitments from real customers. As a result, the
instructor often plays the role of the customer. We think
that clearly, this is not a good solution.

The main goal of any project course should be to teach
about realistic situations. Instructors cannot expect to teach
students how to deal with complexity and change if they
have to simultaneously play the role of the customer, the
project manager and - at the end of the course - the ac-
ceptance of the system. One way to simplify the project
for instructors as well as students is to work in a problem
domain that students themselves already know, or one they
are motivated to learn more about (e.g., computer game
development, or enhancing tools oriented toward program
development itself). One pitfall is that students often have
a user’s extensive knowledge of the game or tool interface
but are blissfully unaware of what goes into modeling, im-
plementation, testing and delivery.

We have been searching for the best way to teach realistic
software engineering project courses starting in the 1980’s
[6], [22]. Since then, we have experimented with many dif-
ferent set-ups and parameters, and we are still experiment-
ing. However, 3 parameters have stayed constant: We al-
ways look for a real customer who has a real problem to be
solved and we ask the students to solve the problem by a
real deadline, usually by the end of the semester. Even with
these constraints, there is a wide spectrum of possibilities to
teach a project course determined by several factors.

A problem-independent way that students can be exposed
to the complexity of real projects is to have them work to-
gether in larger teams where they experience realistic com-
munication problems. If the teams are diverse, they can
exploit synergy from disparate backgrounds. The complex-



ity of the course can also be increased by the number of
problems to be solved, and the number of customers.

Our courses stress modeling in its various forms, ranging
from informal models to UML models. Our early courses
have dealt mostly with modeling desktop-oriented informa-
tion systems, where we focused on system modeling, in par-
ticular object modeling, functional modeling and dynamic
modeling [7]. With the emergence of smartphones as a new
exciting platform, we are focusing more and more on the
development of mobile interactive systems. This requires
additional modeling activities, in particular, we now also in-
clude user modeling, user interface modeling and usability
testing in our courses.

All the courses we have taught can be placed into four dif-
ferent categories: Single-Project courses, Global SE courses,
Multi-Project courses and Multi-Customer courses (see Ta-
ble 1).
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IP Single-Project 3 30 5 1 1 1
JAMES Global SE 5 110 8 2 1 1

DOLLI 5 Multi-Project 5 47 6 1 1 2
iPraktikum Multi-Customer 11 80 11 1 11 11

Table 1: Examples of our project courses

A single-project course has a single customer stating a sin-
gle problem to be solved by all the students working together
in teams. In 1991, we taught Interactive Pittsburgh (IP), a
single-project course with the Pittsburgh City Planning De-
partment and 30 students [5]. A global software engineering
course consists of one or more customers distributed across
multiple locations. From 1997 to 1998, Daimler in Stuttgart
and Chrysler in Detroit acted as customers in the JAMES
project with 110 students working in teams at two univer-
sities, Carnegie Mellon University and Technische Universi-
taet Muenchen [11]. A multi-project course is a course with
a single customer requesting several problems to be solved
by the students. In the last six years we worked on the
DOLLI project with the Munich Airport as the customer in
several multi-project courses [8], [9].

The most ambitious instance of the project courses is the
multi-customer course, which requires a highly motivated
instructor. A multi-customer course is a course with more
than one customer and with many problems, each of them
to be solved by one team of students. In the summer of 2012
we organized iPraktikum, a multi-customer course with 80
students working on 11 problems from 11 companies [12].

The usual reaction from many instructors we have talked
to is that teaching such a course is not possible. The purpose
of this paper is to show that it is indeed possible, in partic-
ular with the recent advances in continuous integration and
the emergence of release management tools that can be used
e↵ectively in the class room.

The paper is organized as follows. Section 2 describes our
software process which we call Tornado. Tornado is a hybrid
model based on the Unified Process enhanced with many
Agile concepts. In the pre-development phase the instructor
and the customer determine the scope of the problem and

the requirements, and describe them with a set of visionary
scenarios and a top-level design. These are presented to the
students at the beginning of the course.

Section 3 describes the modeling activities of the devel-
opment phase and the various types of models which the
students are required to learn and use, ranging from infor-
mal models to formal models. We expect the students to
read chapters of our text book in parallel, in particular the
chapters covering modeling.

In the weekly meetings, we show how these models can
then be used for the problem to be solved. Quite early we
stress the importance of changing requirements. The cus-
tomer prioritizes the visionary scenarios and students de-
velop them using vertical integration. Each vertical slice
leads to a touchpoint, an executable prototype which can be
sent to and immediately used by the customer.

In section 4 we describe our release management process
which enables us to deliver these touchpoints much earlier
and much more frequently in the project than was possible
even a few years ago. Section 5 describes our experience with
a multi-customer course with 80 students building 16 appli-
cations for 11 customers, successfully producing 163 releases
during a single semester.

2. THE SOFTWARE PROCESS
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Figure 1: The course lifecycle model (adapted from [14])

Figure 1 illustrates the process used in our courses. It is
based on the Unified Process model [14] enhanced by Ag-
ile constructs, in particular Scrum [20] and XP (Extreme
Programming)[2]. During the Pre-Development Phase, the
instructor identifies the customers. Typically this should be
a couple of months before the Kicko↵, but we have experi-
enced cases where the customer was identified just a few days
before the kicko↵. During this phase, the identification of
scenarios, functional as well as nonfunctional requirements
is important. We also identify a first Top-Level Design in
terms of hardware and software components and an initial
Schedule illustrating the key milestones in the course, in
particular the times for reviews and deliveries.

During the kicko↵, the customer presents the Problem
Statement which contains the initial requirements in terms
of Visionary Scenarios (see Figure 2) and an initial subsys-
tem decomposition which is the Top-Level Design. Imme-



diately after the kicko↵, the students have to indicate their
preferences for the projects. According to their preferences
and experiences, we divide them into teams. After the Team
Allocation we partition the development into several Sprints
[20]. The duration of sprints varies. The longest one, Sprint
0, takes about 4 weeks and focuses on team building (e.g.
with an icebreaker) to get everybody comfortable with the
project, the customer and the problem. This sprint includes
workshops, tutorials, interviews with the customer, trips to
the target environment and a first release. In the work-
shop the customer prioritizes the visionary scenarios to be
selected for demonstration in the successive sprints.

The focus of the first release (R0 in Figure 1) is an ex-
ecutable system, in which every subsystem of the top-level
design is integrated. The goal is to get the students famil-
iar with the release management workflow. Another task
of the teams is the creation of an executable mockup of
the user interface. In each subsequent sprint, which usually
last about 2 weeks, the team initially meets the customer
for sprint planning and then focuses on realizing executable
prototypes (called potentially shippable product increments
in Scrum).

Scenario-based design [10] is our preferred way of model-
ing requirements. We use User Stories (described in XP)
to split these requirements into manageable pieces. The
responsibility of the instructor is to ensure that the scope
of each sprint can be successfully implemented by the stu-
dents. The teams are self-organizing in the way described
by Takeuchi and Nonaka [21].

An important milestone after sprint 2 is the Design Review
(see Figure 1) where we require the presence of the customer.
In this review the students present executable prototypes
implementing the design scenarios, which are a refinement
of the visionary scenarios (see Figure 2).

Visionary Scenarios

Design
Scenarios

Demo
Scenarios

Figure 2: Tornado model: Wide in analysis, narrow in im-
plementation

We teach a system integration strategy called Tornado
Integration (see Figure 3c). The purpose of Tornado in-
tegration is to focus on usability and to produce a proto-
type which can be executed by the user to quickly collect
feedback. Each executable prototype represents a vertical
slice, which is a touchpoint in our Tornado model. Tor-
nado integration avoids the disadvantages of horizontal and
vertical integration. Horizontal integration strategies such
as bottom-up and top-down require simulations with stubs,
drivers or mock objects. Because of its focus on a single
functionality at a time, vertical integration does not fully
address all aspects of usability in the initial slices. This
is especially important because we teach the user-centered

design approach described by Norman [18].
In addition we use the tornado metaphor to teach the dif-

ference between visionary, design and demo scenarios (see
Figure 2). A tornado is wide in the clouds and narrows
down until hits the earth at a touchpoint. The same ap-
plies for the activities in our lifecycle model. Some of the
visionary scenarios may be not realizable and are thus not
considered in the design scenarios. The demo scenarios are
the refinement of the design scenarios which are delivered
at the end of project. In that sense the CAT (Customer
Acceptance Test) - the final presentation at the end of the
semester - is an unpredictable touchpoint demonstrating the
most important functionalities of the system realized by the
students.

3. INFORMAL MODELING
While the focus in teaching software engineering has of-

ten been on formal models, we emphasize the use of informal
models, where the focus is on communication with other de-
velopers and customers. These models can even be incorrect,
which means they can contain contradictions. We call an in-
formal - and possibly incorrect - model a communication
model whereas a formal and correct one is called a speci-
fication model. In this section we explain the advantages
of informal modeling and the reasons why we teach it in
addition to formal modeling.

Historically software engineers have tried to use math-
based modeling languages that allowed formal approaches
and helped to verify software, but forgot the user. This is
exemplified by Dijkstra’s remark in an ICSE panel that ”the
notion of ’user’ cannot be precisely defined, and therefore
has no place in computer science or software engineering”
[13]. We think the user plays a central role in software en-
gineering.

The focus in formal modeling is to create models that are
consistent, unambiguous, complete, correct, verifiable, and
realizable. Specification models use the language of math-
ematics (Z, RSML, SCR, RML, etc). With a precise and
unambiguous notation, discrete mathematics is applied to
software engineering. Formal languages and formal reason-
ing is used to verify the correctness of the system. There are
applications where the focus on specification models from
the beginning makes sense, particularly in embedded sys-
tems where safety plays an important role.

But the exclusive usage of formal models is a problem
when applied in the design or development of mobile inter-
active systems. Consistent and unambiguous models can
hardly be achieved, especially when the customer does not
yet completely know the requirements, which is always the
case. Another problem of specification models is that they
lead to analysis paralysis [4] because the developers try to
describe all the requirements at the beginning of the project.

It is hard to describe the requirements for mobile, inter-
active, and usable systems up front because after their first
experience, users usually ask for changes. In our courses, we
therefore teach how to deal with incompleteness and change.
Models can be incomplete, when developers need rapid feed-
back from the users, especially when they are in doubt about
the usability of the system. In fact, a requirement might
turn into the opposite as a result of an experience reported
by the user.

In contrast to specification models, communication mod-
els can be incomplete, ambiguous, incorrect, unverified, and
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even unrealizable. Their main purpose is to enable and im-
prove the communication about complex concepts between
participants of a software project by providing an abstrac-
tion and simplification of the reality. Small syntax errors
in models are allowed, we do not correct them right away,
because students have often have to change them anyway.

Interface 
model

System 
model

User 
model

Design 
model

Figure 4: Models in User Interface Design (adapted from
Norman and Draper [18])

We actually believe that informal modeling is a creative
process (e.g. during brainstorming) that helps to overcome
the gap between two di↵erent mental models. Developers of-
ten understand concepts of the system di↵erently than cus-
tomers or users. This has been well described by Norman
and Draper [18] and is shown in Figure 4.

Developers implement the requirements in the system mo-
del that describes the functionality, the structure and the
behavior of the system. The interface model describes how
the system is presented to the user to hide complex details of
the system model and to increase the usability of the system.
The interface model is influenced by the design model which
reflects the understanding of the developer as to how the user
should interact with the system. The user model is the user’s
idea of how the system should work, which unfortunately,
may be di↵erent from the design model.

The earlier the developer gets feedback with the help of
informal models, the earlier he can determine whether his
understanding of the system matches the users understand-
ing. The purpose of informal modeling is to quickly enable
a common understanding of the system by closing the gap
between the design model and the user model. We teach
di↵erent techniques that help in the reduction of this gap.
While we prefer UML for creating the system model, there
are many other techniques to create the interface model. De-
velopers can choose the technique that fits their needs. Here
are some examples of informal models that we teach to the
students:

• Back of the Napkin Designs

• Whiteboard or Paper Scetches

• Low-Fidelity User Interfaces

• Storyboards

• Narrative Texts

• User Stories

Figure 5: Low-fidelity user interface created with a mockup
tool (Balsamiq)

There have been research results (e.g. by Rudd et al. [19]
and Mayhew [16]) showing that unpolished user interfaces
receive more feedback than polished ones. An example of
an unpolished, low-fidelity user interface with screens and
edges (created with Balsamiq1) is shown in Figure 5. We
teach the students how to translate this informal model into
a UML state diagram with nodes replacing the screens and
transitions replacing the edges as shown in Figure 6.

start  App

   click  on 
Home  Button

Dashboard

click on 
journeyJourney

Data
Screen

News 
Screen

click
on 

news

Community 
Screen

click on 
community

Booking 
Screen

click
on 
activity

Figure 6: UML state diagram representing the user interface
modeled in figure 5

An informal model does not follow formal rules and is not
designed to be validated by a model checker, but focuses on
showing the user how the user interface looks like and how to

1Balsamiq is an easy to use online mockup tool, see http:

//www.balsamiq.com.



obtain feedback about it. Figure 7 shows another example
of a low-fidelity prototype, in this case the paper scetch of
the user interface for an iPad game.

Figure 7: Example of a low fidelity interface

Low-fidelity prototypes are cheaper to produce and are
easier to change than high-fidelity ones. For that reason
they allow many more alternatives for comparison and more
testing cycles. In fact, with the Tornado model, we can de-
liver executable prototypes with low-fidelity user interfaces
to customers so that end users can perform usability tests
[17]. In these tests, we receive more feedback than we would
receive when we use the final user interface. An example
of a low-fidelity usability test using the paper scetch of the
user interface is shown in Figure 8.

Figure 8: Example of usability testing with a low-fidelity
executable prototype

We believe the advantages of low-fidelity prototypes also
apply to informal models. They are easy and quick to create
and allow more iterations which leads to more feedback and
the creation of more alternatives. Figure 9 shows an infor-
mal UML like model on a whiteboard, that follows no strict
formal notation.

Informal modelers can create their own techniques as long

Figure 9: Informal UML model sketched on a whiteboard

as they are understood by other developers, users or cus-
tomers. Moreover, developers can collaboratively create in-
formal models and can even include the user or the customer
into the modeling process to receive feedback [15]. Multiple
iterations of informal models lead to faster results because
changes are easy to make and the informality helps in un-
derstanding and communicating the system structure.

4. RELEASE MANAGEMENT
In this section we describe how the selection of the demo

scenarios is supported by release management. We use ex-
ternal releases which are delivered to the customer and in-
ternal releases targeted to other students in the teams. Both
release types are created by the release management process
which is integrated into our course infrastructure. Figure
10a describes the 4 di↵erent environments of this infrastruc-
ture as well as the interaction of developers and users with
it.

In our older courses, we asked the students to focus on the
development of models and source code and interaction with
each other. Acting as developers, they modeled the scenar-
ios and implemented them with system modeling tools and
IDEs (Integrated Development Environments). The discus-
sion of the scenarios and the interaction with the user were
supported by a Collaboration Environment using issue-based
modeling and tracking as well as communication tools.

In the past we have tried many di↵erent tools. For the
Development Environment we used commercial CASE tools
such as OMTool, moving on to Enterprise Architect, Visual
Paradigm or research CASE tools like UNICASE. For the
collaboration environment we explored tools such as Lotus
Notes, Bulletin Boards, Wikis, and even Email distribution
lists.

None of these tools supported release management. With
the emergence of tools supporting continuous integration
and delivery, we have now been able to integrate two more
environments into our course infrastructure. The Integra-
tion Environment consists of a version control system and
a build system supporting continuous integration to create
working versions of the software. The Delivery Environment
enables teams to deliver the releases to the customers and
to obtain feedback. In the following we describe our release
management (the right part in Figure 10a) in more detail.

We require at least three releases in our courses. The first
one, an internal release, is created on the basis of the sub-
system decomposition right after the kicko↵. E↵ectively this
is a barebone system test. In Figure 1, this release is called
R0. Informally we call it ”Hello Dolly”. Each subsystem pro-
vides a facade with one public method. The Hello Dolly test
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Figure 10: Release management integrated into the project course infrastructure

driver invokes these public methods and if successful, plays
the melody from the musical. During Sprint 1 the students
have to deliver the first scenario based touchpoint called R1
in Figure 1.

The next release (R2) is delivered to the customer at the
design review milestone. Based on the customer’s feedback,
the students adjust the visionary and design scenarios2. The
modified visionary scenarios are then the basis for the iden-
tification of the demo scenarios to be used in the release R4
for the CAT.

While creating the executable prototypes for the design
review and customer acceptance test, the students typically
increase their development activities. We have observed that
shortly before a presentation students become increasingly
ambitious, producing a multitude of releases, refining the
scenarios, and implementing additional features. We have
even observed this behavior with our customers, once they
get used to the Agile approach.

This creates a conflict of interest between the demonstra-
tion of additional functionality and stability of the selected
demo scenarios. We are now able to allow these conflicts,
because our release management tools save previous releases
including release notes and feedback. If the new demo re-
lease is stable and closer to the visionary scenarios, it will
be selected for the presentation. As a fallback measure, the
previous demo releases are available in our delivery server
and can be reinstalled in case the newest release fails during
the preparation for the demonstration. In those cases we
tell the students about Murphy’s law and advice them to
prepare hardware software configurations for both demos.
This can easily be achieved with our release management
process.

5. CASE STUDY
We have used the course infrastructure in Figure 10a in

2We use the term updraft based on our Tornado metaphor to
describe the e↵ect of the customers feedback on the visionary
scenarios.

our courses since 2010. In the following we describe an in-
stance of a multi-customer course with 11 customers which
we taught in the summer of 2012 [12]. The course was of-
fered to 80 students who had to solve 11 problems, each
laid out by one customer. We chose a matrix organization
shown in figure 11 because of the number of projects. We
moved the instructor to a new management layer, called pro-
gram management, allowing for more than one instructor.
The instructors were still responsible for interacting with
the customers, in particular with respect to non-disclosure
agreements. They set up the course infrastructure with a
special focus on long term stability, while still supporting
the lightness of agile development.

Each of the 11 projects was assigned to a development
team (with 5-8 students) led by two people, a teaching as-
sistant (usually a doctoral student) communicating with the
program management and a coach supporting the teaching
assistant. We selected coaches who were familiar with our
course infrastructure and with the Tornado model: We re-
cruited them from the student pool who had taken the course
in a previous semester.

Additionally we formed 3 cross-project teams in the begin-
ning of the course: a modeling team, a configuration man-
agement team and a code quality team. We had these types
of teams already in earlier courses, but now we extended
their tasks with respect to informal modeling and release
management. The modeling team introduced informal mod-
eling tools and helped in the transitions from communica-
tion to specification models. The configuration management
team focused on continuous integration and release manage-
ment. The code quality team performed regular reviews to
improve the quality of the models and synchronize them
with the source code. Each of the cross-project team mem-
bers was also a member in a development team. This helped
in the dissemination of knowledge established in the cross-
project teams into the development teams without too much
additional overhead for the instructors.

In the following we describe a release management sce-



Cross Project 
Activities

Project 2Project 1 Project n

Project Management

Development Team

Program Management

Basic Infrastructure

Modeling

Coaches 
Instructor

Code 
Quality

Configuration 
Management

TA 2

Customer

Instructor 1 Instructor 2

Technical 
Administration 1

Technical 
Administration 2

Software 
Cinema

Developer

Model
Reviewer

Code Quality
Reviewer

Configuration
Manager

Developer

...

...

...

Project Management

Development Team

TA 1

Customer

Developer

Model
Reviewer

Code Quality
Reviewer

Configuration
Manager

Developer

...

Project Management

Development Team

TA n

Coach n

Customer

Developer

Model
Reviewer

Code Quality
Reviewer

Configuration
Manager

Developer

...

Coach 2Coach 1

Program 
Management

Figure 11: Organizational chart of the project course

nario (visualized in Figure 10b) to exemplify a typical work-
flow in our course infrastructure. The participating actors
of the scenario are Daniel and Dennis, developers of the
Ubicase team and Uma, tester and user employed by the
Ubicase company. The involved systems are:

• JIRA [1] as issue modeling [7] tool

• Confluence [1] as communication tool

• Visual Paradigm for UML [23] as system modeling tool

• Xcode as integrated development environment (IDE)

• GIT as the version control system

• Bamboo [1] as build system

• HockeyApp [3] as delivery system

The scenario is divided into three phases: development,
release and test. After a team meeting in the development
phase Daniel takes a look at his action items in JIRA (d1).
One of his action items is the development of a new use case,
namely the visualization of class diagrams in an iPad appli-
cation. To get an overview about his task he takes a look
at the use case model and at the current subsystem decom-
position, both stored in Confluence (d2). Before starting
with his task he updates his working directory with the lat-
est copy of the GIT repository (d3). First Daniel models the
new use case and adds it into the use case model maintained
with Visual Paradigm (d4). To implement the use case he
starts Xcode (d4). But then he recognizes that the required
graphic elements are not yet designed. As he needs them for
completing his task, he creates a new action item in JIRA
(d5) and assigns it to Dennis who is the graphics experts.
Dennis receives a notification from JIRA and opens the ac-
tion item (d6). He creates the new graphics, uploads them

Figure 12: Notification Email from HockeyApp

to Confluence (d7), and resolves the action item (d8). Daniel
is automatically informed by JIRA (d9) and downloads the
new graphics from Confluence (d10). He is now able to
implement the visualization use case with Xcode (d11). Af-
ter unit testing his changes, he commits them into the GIT
repository, using a tag in the commit message that indicates
that he has finished his action item (d12). This is auto-
matically picked up by JIRA which watches all the commit
messages. As a result the action item is now resolved.

Now the release phase begins: Daniel starts a new build
in Bamboo (r1). In Bamboo he sees a list of the last changes
and a list of resolved action items in JIRA. He checks that
his change is now part of the release and uses the infor-
mation to write the release notes. In the release notes he
includes links to the resolved action items in JIRA and ex-
plains the changes to the user. Bamboo automatically gets
the most up-to-date version from the GIT repository (r2),
compiles the source code and builds a new version of the
iPad application. Bamboo then uploads the new version to
HockeyApp (r3). HockeyApp sends a notification email in-
cluding the release notes to all registered users (r4). The
notification email is shown in figure 12.

Uma is one of the registered users. She receives the email
(r4), clicks on the link to open HockeyApp and downloads
the application to her iPad (t1). She plays with the new
visualization feature and notices that class methods are not
shown on her iPad. She finds a link in the release notes that
allows her to place a comment in the action item in JIRA
(t2). Daniel is automatically notified by JIRA about the new
comment (t3). In the next team meeting the comment is
discussed. The team decides that adding the methods is not
di�cult. The action item is reopened and Daniel promises
to implement the suggested change. Now the release cycle
starts again.

The described scenario shows one of many possible work-
flows in our course infrastructure. We also support work-
flows for the automatic upload of crash reports from mobile
devices and the possibility for the user to directly give feed-
back in the executable prototype. The combination of JIRA
and Confluence also allows us to simplify the creation of
rationale-based meeting agendas [7].

In the iPraktikum course, the students developed and re-
leased 16 application to their customers. They created 2648
issues in JIRA, 2127 of them were resolved before the Cus-
tomer Acceptance Test. The students committed their work
more than 5500 times into the GIT repository. They created
831 builds in Bamboo, many of them potential releases. In



fact, 163 releases were delivered to our customers during the
project time. This means, that on the average each applica-
tion was delivered more than 10 times.

6. CONCLUSIONS
In this paper we described Tornado, which we use in our

software engineering project courses, a process model that
combines the unified process with agile techniques. Tornado
focuses on scenario-based design starting with visionary sce-
narios narrowing down to demo scenarios. It combines the
advantages of vertical and top-down integration. A touch-
point in the Tornado model is a successful delivery of an ex-
ecutable prototype. Updrafts provide early customer feed-
back and allow all participants to react to unpredictable
changes.

We have made a case for informal modeling as a precursor
to specification modeling. This does not mean that we let
the students avoid the rigor of specification. In fact, at the
end of the project the students have to turn the informal
models into consistent and complete artifacts. We think
that the transition between these modeling techniques needs
to be taught in software intensive courses, especially in the
design of mobile applications.

We also introduced release management as a workflow in
our software engineering project courses to take advantage
of the creativity of ambitious students while still ensuring a
stable demonstration at the customer acceptance test.

Finally, we presented a case study in which we used these
techniques in a multi-customer course with 80 students. Un-
til now in most of our courses, we had been pleased to see
1 or 2 releases, and only one of them at the customer ac-
ceptance test. We think that the 163 successful releases the
students produced in this multi-customer course is a remark-
able result.
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