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Definition and Examples

Definition. [(Bjzrner & Havelund, 2014)]
A method is called formal method if and only if its tech-
niques and tools can be explained in mathematics.
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Definition and Examples

Definition. [(Bjzrner & Havelund, 2014)]
A method is called formal method if and only if its tech-
niques and tools can be explained in mathematics.

Examples:

e formal Requirements Patterns — automatic consistency analyses

o formal Decijsion Tables — automatic test case generation

e formal Sequence Diagrams — precise acceptance test instructions

o formal Class-/Object-Diagrams, OCL — unambiguous documentation

o formal State Machines — exhaustive model checking
e formal Pre- and Post-Conditions — automatic static analyses
o etc. etc.
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— automatic consistency analyses

— automatic test case generation

— precise acceptance test instructions
— unambiguous documentation

— exhaustive model checking

— automatic static analyses
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L INTRODUCTION
For decades, software companies, teams, and even individ-
ient and

ual developers have sought approaches that enabl
effective software development. Since the 1970, numerous
processes have been proposed. The community started with
the Waterfall model [1], then the Spiral model [2], followed by
agile methods and lean development approaches [3]. Since the
early 20005, few innovative software development approaches
were proposed, but several proposals for scaling agile methods,
e.2., SAFe or LeSS, were published. Meanwhile, an increasing
number of studies showing that modem software development
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is neither purely “traditional” nor “agil
flecting that companies use processes comprised of various
development practices [4], [5].

Problem Statement: Research that focuses on agile meth-
ods and practices only cannot support. practitioners who
are faced with the real hybrid development methods
Similarly, the 100+ lmlormg criteria (6], [7] for processes
established in the last decade seem to have no relevance for
practitioners who are devising hybrid methods and seeking im-
mediate and practcl solutons o ol shoterm probls
“Thus, process-related r s lost momentum as it is no
Jonger algned with the concens of pacice.

Objective: In response o the situation above, our ob-
jective is 10 understand how and why practitioners devise
hybrid development methods. Our goal is t0 set a new baseline
for the next decade of evidence-based research on software
development approaches driven by practice.

Contribution: Based on an online survey comprising 732
data points we study the use of hybrid methods and the fac-
tors influencing the suitability of development um)m:lche~ for
reaching goals. According to our results, 3/4 of the companies
e aybrd method, and company size and srtegis o devie
hybrid methods influence the suitability of the approach to
achieve defined goals.

“ontext: This research is based on the HELENA study',
which is a large-scale international survey in which 75 re-
searchers and practitioners from 25 countries participated. We
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(is the formal description a valid model of, e.g., a requirement?)
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(5) techniques need to be discussed in contemporary context
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Conclusion

Motivated a need for Formal Methods
in introductions to Software Engineering

Presented Complementation Approach
Proposed Progression

In the paper:

e Details of the motivation, related work.
o Definition of learning objectives.
o Details of the progression.

o Experience from five seaons of teaching an
implementation of this course design:

No indications of student over-strain
(neither time, nor level.)
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